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 -Neal Stephenson, DeNero's favorite sci-fi author
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 -Alan Kay, co-inventor of Smalltalk and OOP (from the user interface video)
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if x > 10: 
    print('big') 
    print('guy') 
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    print('small') 
    print('fry')
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